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**Included files**

* main.cpp (DONE)
* DoublyLinkedList.hpp (DONE)
* Queue/Queue.hpp
* Stack/Stack.hpp

**Introduction**

In this lab, you will create a Stack and a Queue in a few short lines of code. A *DoublyLinkedList* has already been implemented for you, and the Queue and Stack will each *inherit* from that class.

Using the functions from DoublyLinkedList, implement Stack and Queue's functions:

* Push
* Pop
* Take

main() is already implemented so that the user can select a queue or a stack and, using Polymorphism, it will dynamically create a new queue or stack and run those functions.

**The implementation of each function will be one line each.**

To explicitly call a function from the child class, you can prefix the function name with the parent class and template marker:

DoublyLinkedList<T>::FunctionThingy( blorp );

**Queue**

Remember that a Queue is a FIRST IN, FIRST OUT structure.

You will need to answer the following:

* When pushing a new item into a queue, where does the new item go? (front? back?)
* When popping an item out of a queue, which item is removed? (front? back?)
* When taking an item from a queue (without removing), which item is accesses? (front? back?)

**Stack**

Remember that a Stack is a FIRST IN, LAST OUT (or LAST IN, FIRST OUT) structure.

You will need to answer the following:

* When pushing a new item into a stack, where does the new item go? (front? back?)
* When popping an item out of a stack, which item is removed? (front? back?)
* When taking an item from a stack (without removing), which item is accesses? (front? back?)

**Sample output**

**Queue:**

--------------------------------

1. Queue or 2. Stack, or anything else to quit.

>> 1

Create queue

Add A, B, C, D

Size: 4

Take: A

Current list:

A FIRST

B

C

D LAST

Pop 1

Size: 3

Take: B

Current list:

B FIRST

C

D LAST

**Stack:**

--------------------------------

1. Queue or 2. Stack, or anything else to quit.

>> 2

Create stack

Add A, B, C, D

Size: 4

Take: D

Current list:

A FIRST

B

C

D LAST

Pop 1

Size: 3

Take: C

Current list:

A FIRST

B

C LAST